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Abstract 

One of the languages available to describe a digital system in FPGA is the VHDL language. Since programming in hardware 

requires a different way of thinking than developing software, the students face some difficulties when trying to design in 

VHDL language with the previous and long experiences kept in mind in the learning of software imperative programming. 

These are its concurrency, parallel and sequential model. Due to the insufficient understanding of these topics, it is difficult 

for students to master the VHDL language. Analogies change the conceptual system of existing knowledge by linking the 

known to the unknown and by changing and strengthening their relationships. This study contributes to overcoming the 

problems that students encounter in the coding of the above-mentioned topics in VHDL language by using their experiences 

in traditional programming languages through analogies. Analogies were used in an undergraduate embedded systems course 

to explain complex concepts such as those related to signals, concurrent/parallel process; and to encourage comprehensive 

projects in digital circuit design. Computer science and similar degrees include courses focused mainly on high-level 

programming languages. This has a strong case for shortening the learning curve in teaching hardware description languages 

of the skills acquired in programming courses. In feedback from students, the discussion and negotiation of analogies seems 

to minimize confusion and from using inappropriate expressions in using VHDL language.  
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1. Introduction 

The traditional approach to knowledge transfer is maintained with ideas from the early 20th century. In the current 

psychological theories, there are particularly seminal ideas of Thorndike regarding the importance of overlapping 

characteristics between learning and transfer situations [1, 2]. However, in most psychological research on 

transfer, especially analogical reasoning theories have been used [3-5]. 

An analogy is similar in some ways between unlike things, and a comparison is based on this similarity. Analogies 

connect the known to the unknown and change the conceptual system of existing knowledge by changing and 

strengthening their relationships [6]. Well-defined metaphors are important for students to establish a connection 

with what they already know and to offer order to the chaos of unfamiliar concepts [7]. There are not many studies 

on the use of analogies as an active teaching strategy in engineering education. A study was conducted to 

determine what kind of analogies students use to explain the basic circuit concepts, and what properties the 

structural analogies have, which are the most common in students' discussions about circuit concepts [8]. 

However, there are studies on the use of the concept of analogy in other scientific fields such as medical science 

[9]. In this study, analogies were used in an undergraduate embedded systems course for electrical and electronics 

students for two purposes: a) to explain complex concepts such as those related to signals, concurrent/parallel and 

process; and b) to provide practice for students to increase interest in VHDL and encourage comprehensive 

projects in digital circuit design using these strategies [10]. 

VHDL is a description language for digital electronic circuits to accelerate the design process. As stated in its 

acronym (VHDL- Very High Speed Integrated Circuits Hardware Description Language), it is used to accelerate 

the design process. Performing this process in high-level programming language such as C++ could be an option. 

However implementing about the hardware aspects of computer systems can not be an easy task. To this end, 

there are studies emphasizing the importance of hardware description languages [11]. The fact that VHDL is not 
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a programming language is often forgotten. Therefore, knowing syntax as in a standard programming language 

does not mean being able to design digital circuits with it. A program in VHDL language is not executed 

sequentially as in a standard programming language such C++. Due to the behaviour of a real hardware, VHDL 

allows concurrent statements and operations triggered by events. It would be very difficult to explain this to 

someone who creates the program in a classical programming language [12-14]. These issues tend to distract them 

from the understanding of digital components. The number of studies using hardware description languages is 

increasing in the literature. This situation reveals the importance of learning these languages. There are studies in 

the literature about teaching these languages. Detailed information about this is given in section 2. In this study, 

it is aimed to facilitate hardware thinking by showing the equivalents of the expressions in VHDL in a 

programming language. The purpose of teaching methodology is trying to help the transfer of the concepts that 

students have difficulty in understanding to the familiar environment. Thus, they learn the importance of HDL-

based digital design by better understanding the complexities of HDLs. 

2. Related Work  

There are various methods developed in the literature to overcome the difficulties of using the HDL languages. 

The main purpose of the studies is to make digital design easier by reducing the complexity of hardware 

description languages [15]. In one of these studies, developed the tutorial showing students how to design digital 

circuit systems first, and then introducing them to the language [16]. In other words, it is the transition to language 

teaching by placing the idea of "think hardware" in students. In the reference [17], a set of design guidelines for 

HDL-based design explain how to avoid the common conceptual error of synchronizing HDL code with 

procedural software and instead think in terms of hardware. Technology is a tool that should be used in the 

teaching-learning process [18]. VerilogTown that is a video game used to control the world has been developed 

to better understand Verilog, and for the experience to be less jarring in their learning process [19]. Similarly, a 

language called Abstract Verilog has been defined in order to reduce the cognitive load for new students [20]. 

The spiral approach method was incorporated into the digital systems course in undergraduate electrical and 

computer engineering programs at Ohio Northern University (ONU), as HDLs can be comprehensive and very 

difficult to understand in such an early course as digital systems [21]. A lightweight and cross-platform open-

source environment has been developed that is suitable for use as an introductory tool for students learning HDLs 

[22]. In some studies in the literature, the problems encountered while teaching HDL language [23] and 

suggestions to instructors wishing to implement the class are gave [24-26]. Literature [27-29] indicates an 

approach that would enable students to focus more on the design and less on the individual bits instead of HDL 

in order to perform bit-level operations. 

3. Materials and Methods  

In this section, the syntax of the HDL languages will not be discussed, only the equivalents of some of its 

components in one of the classical programming languages (preferred C++ in this work) will be shown and used 

VHDL as hardware description language. The general structure of this language is given in Figure 1. 

architecture name of entity is 

-- architecture declarations 

-- signals 

-- components 

-- types 

begin 

-- concurrent statements 

-- conditional statements 

process(sensitivity list) begin 

-- sequential codes 

end process; 

end name; 
Figure 1 The general architecture of VHDL language 
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3.1 Entity Component 

Entity is the part where the input and output ports of a digital system are defined. In other words, it accepts data 

from external units through these ports and transmits the result to external units via these ports. Since only one 

entity can be defined in a VHDL file, a declaration of a function (function prototype or function interface) can be 

given in C ++ programming language. The idea that entity components with different names can be created in the 

same VHDL file may come to mind here. This problem would be eliminated by considering the entity component 

as a main function in C++. The example below (Code 1) shows the C++ equivalent of the entity component in 

VHDL. The number and types of parameters in the function signature in the function prototype and the return 

type of the function represent the port block of the entity component. If the entity component has more than one 

output port, then the return type of the function will need to be represented by a struct. 

 

Code 1 The entity declaration in VHDL language 
 VHDL  C++ 

1 

2 

3 

4 

entity example is  

port ( A,B,C : in std_logic;   

    D : out std_logic );  

end example; 

1 

3 

3 

4 

double example ( double, int, int ); 

 

3.2 Components 

While giving information about the functioning of this component, mentioning the subroutine subject in 

programming languages will help the student to remain in her/his mind. In particular, calling a sub procedure from 

another procedure is a good example to illustrate this one (Code 2). Unlike an entity component in a program 

snippet written in a VHDL language, the components can have more than one. The operation of this component 

in a high-level programming language is the same as that of the entity component. 

 

Code 2 The component instantiation in VHDL language 
 VHDL  C++ 

1 

2 

3 

4 

component sub_program   

port ( A,B : in BIT;  

        Y : out BIT );  

end component; 

1 

2 

3 

4 

…………… 

Y=sub_program(A, B) 

…………… 
 

3.3 Execution Modes 

The statements in VHDL can be executed in the following three modes. These modes are namely: 

i) Sequential mode 

ii) Concurrent mode 

iii) Parallel mode 

 

Sequential mode is an environment where commands are executed sequentially from top to bottom as in 

all programming languages and the user knows this environment very well. The commands in this mode 

can only be written in the process block in VHDL that are scheduled for execution by events. In order 

to understand the operation of the process block, there are 2 issues to consider: event and scheduling. 

The first one is a mechanism called an event (sensitivity list) that activates the execution of sequential 

commands in the process block. The sequential commands in the process are executed when changes in 

any signal specified in the sensitivity list. In other words, the process will be executed in an infinite loop. 

The events such as timer, click etc. used in classical programming languages can be used to explain the 

functioning of the concept of process. Secondly, the instructions in the process block are executed with 
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the current values of the signals and their updated values occur after the end of end process clause. This 

situation can be associated with a queue structure that stores the current value at the top of the queue and 

the updated value at the bottom. The pop command is configured to leave at least one element in the 

queue. In other words, pop command will not perform data retrieval if there is only one element in the 

queue. Otherwise, there may be no data in the queue. The following example (Code 3) describes these 

one. In this example, let's assume that three queue structures that work according to the FIFO rule are 

created for the variables. Their names are q_a, q_b and q_c respectively. If we accept that there are 

value1, value2 and value3 values in the queues at the beginning, that is, before the block of process runs, 

after line 3 in the VHDL code snippet, the value(value2) at the top of the b queue is pushes to the queue 

named q_a. After the piece of code in line 4 runs, the value(value1) from the queue named q_a is pushed 

to the queue named q_c. At the end of the process block, the elements below the queues are transferred 

to the top. 

Code 3 The equivalent of process block in C++ 
 VHDL  C++ 

1 

2 

3 

4 

5 

6 

7 

8 

9 

process(e) 

begin 

q_a<=q_b;//(1) 

q_c<=q_a;//(2) 

end process; 

1 

2 

3 

4 

5 

6 

7 

8 

9 

private void button1_click(object sender, EventArgs 

e){ 

q_a.push(q_b.pop()); 

q_c.push(q_a.pop());  

return update_queues;} 

void update_queues(){ 

q_a.pop(); 

q_b.pop(); 

   q_c.pop();} 

The changes in the example above are given step by step below(Figure 2). 

 

Figure 2 The changes of signals in the process 

One of the most important reasons why FPGAs are popular is that their structure is suitable for 

parallelism. The term that is often confused with the term parallelism is concurrency. Considering that 

the VHDL language is a hardware description language, it is useful to specify what these two terms 

correspond to in terms of hardware. If there is cooperation between hardware units, the term to be 

mentioned is concurrency, if not parallelism. Code 4 explains how two different kinds of execution 

method were compared. 

 

Code 4 The examples for concurrent and parallel operations in VHDL 
 Concurrent  Parallel 

1 

2 

3 

4 

5 

6 

architecture example of 

exp_concurrency is 

begin 

e <= c or d; 

c <= a and b; 

end  exp_concurrency; 

1 

2 

3 

4 

5 

6 

architecture example of exp_parallel is 

begin 

c <= a and b; 

d <= a or b; 

end  exp_parallel ; 

 before 

line_3(1) 

 
after line_3(1)  after line_4(2)  end of process 

//q_a→  value1  value2 value1  value2 value2   value2 

//q_b→  value2   value2   value2   value2 

//q_c→  value3   value3  value1 value3   value1 

 bottom top  bottom top  bottom top  bottom top 
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While commands are executed as they are written in classical programming languages, this does not 

matter in VHDL language. The order of execution is depended only by events on the signals. In addition, 

the commands are executed repeatedly in every change of the signal. Concurrent or parallel operations 

in VHDL language are similar to thread structure in traditional programming languages. While there is 

no need for an extra command in VHDL language to do these operations, software description languages 

require an extra instruction (Code 5). In other words, each line (block) in VHDL language can be 

evaluated as a thread. The order of execution is defined only by events occurring on the signals that the 

assignments are sensitive to. First of all, the order of the command lines with the "<=" operator in the 

VHDL language is not important. Even changing only one of the variables to the right of the "<=" 

operator in these lines is sufficient to execute the relevant line. In this example, two separate threads are 

created for concurrent execution of two lines. However, while these threads are running once, the lines 

in the VHDL language will run multiple times. To realize this situation in high-level programming 

language, threads must be written inside an event. If the variable/s to the left of the "<=" operator are 

not included in the variables to the right of the "<=" operator in other lines, it means that these lines will 

be executed in parallel. 

Code 5 The examples for concurrent and parallel operations in C++ 
 Concurrent  Parallel 

1 

2 

3 

4 

5 

6 

7 

8 

9 

10 

11 

void task1(int m){ 

for(int i=1;i<=m;i++) 

cout << “Hello”;} 

void task2(int n){ 

for(int i=1;i<=n;i++) 

cout << “World”;} 

int main(){ 

thread t1(task1, 3); 

thread t2(task2, 2);} 

//Output(machine dependent) 

//HelloHelloWorldHelloWorld 

1 

2 

3 

4 

5 

6 

7 

8 

9 

10 

11 

#pragma omp parallel 

{ 

cout<<”Hi!” 

} 

//For dual-core system,twice text “Hi!” 

//It may output: HiH!i!, 

//printing is //parallel 

 

4. Results  

Feedback is an important part of learning effectively and improving students' learning experiences. 

Student feedback has become a widely used method for evaluating and improving teaching 

effectiveness, as even small changes in the classroom can make a big difference. Students' opinions are 

asked to evaluate the effectiveness of this teaching approach through a survey. All of the students 

enrolled in this course have successfully completed Algorithms and Computer Programming courses in 

which C ++ is taught. Therefore, they are familiar with the programming language concepts mentioned 

in the study. The participants enrolled in the Embedded System Course were divided into two groups, 

one experimental and another one control. For participants in the control group, the instructor used 

PowerPoint slides and delivered in the traditional manner of the lecture style. On the contrary, in the 

experimental group participants were engaged in the lecture format plus use of analogy in classical 

programming languages. At the end of the semester, a questionnaire consisting of 5 questions was made 

to both groups and the answers given are given in the Table 1.  
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Table 1 Student Feedback on Embedded Systems Course 

Statements 

Control Group(%) 
Experimental 

Group(%) 

Disagree Neutral Agree Disagree Neutral Agree 

1. I realized that the VHDL language is a hardware 

description language. 
12.5 37.5 50 0 10 90 

2. Decreased complexity in understanding features 

such as Concurrent / Parallel. 
37.5 25 37.5 10 10 80 

3. Increased in understanding how the process block 

performs schedule. 
62.5 0 37.5 0 30 70 

4. I realized the operating characteristics of Signal 

and variables (in computer programming languages) 
0 25 75 0 10 90 

5. Increased interest in VHDL language and 

encouraging more comprehensive projects in digital 

circuit design 

25 50 25 0 30 70 

 

The comparison of midterm and final exam averages of both groups is given in the graphic below 

(Figure 3). The midterm exam averages of the two groups are very close to each other. This situation 

can be explained as follows: It is due to the use of the analogy approach presented in this article on 

the subjects mentioned after the midterm exam. This situation is reflected in the final exam averages 

of the groups. 

 

 

Figure 3 A comparison of student performance on Midterm and Final exams 

4. Discussion and Conclusion 

In this study, the pits and falls of teaching VHDL language to students having learned the 

programming languages such as C or C++ are mentioned. There are three main types of problems we 

encounter in course. The first of these is the confusion created by the concepts of signal and variable. 

The second is thoughts on how to execute concurrent and parallel processes without an additional 

instruction. Finally, the details of how the processes in the process block are scheduled. 

Transfer of learning is a method of applying the knowledge and skills learned in one situation to a 

different situation. The transfer is more likely to occur if instructors use transfer strategies that include 

students' knowledge and skills. Students' knowledge and experience in classical programming 

languages were used to contribute to the solution of these problems.  

0

20

40

60

80

Midterm Exam Final Exam

Control Group Experimental Group



Sakarya University Journal of Computer and Information Sciences 

 

Halit Oztekin et al. 

 

214 

 

In the teaching and learning process of VHDL, the following suggestions can be of great help from 

the author's experience. At the beginning of the teaching process of each new concept, students should 

be reminded that the VHDL language is NOT a programming language, and it should be contributed 

to reduce the effects of the conventional method on minds by providing a clue of what kind of 

hardware as much as possible. In other words, thinking about hardware will contribute to the teaching 

process. It should be said that every statement outside of the process block is like calling a sub-

function at every signal change, and the calling of operation happens automatically. It should be 

pointed out that the processes in the process block are executed sequentially as in programming 

languages as in C++, and only the updating of each signal happens at the end of the process. 

Therefore, only each signal in the process section has a queue data structure that works according to 

the FIFO rule. The signals outside process behaves the variables as in the programming languages. 
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