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 ABSTRACT 

Cryptology is one of the methods used when sharing confidential or private data over any communication 

network that poses a security risk. It is applied to restrict access, minimize or completely prevent dangerous 
situations. Cryptographic algorithms use a combination of mathematical operations and applications to protect 

information. It strives to ensure the confidentiality, integrity, availability and non-repudiation of information. 

In other words, it aims to keep data safe against all kinds of threats. However, the performance of these 
objectives depends on various factors. These factors include the file format used, the volume and complexity of 

the data. Additionally, the key system and application platform (software and hardware) also affect performance. 

These variables determine the effectiveness of cryptographic algorithms. In fact, existing cryptographic 
algorithms may be inadequate or ineffective in the face of new requirements. Therefore, new techniques need 

to be designed to meet such needs. This study, one of the new generation cryptographic techniques, includes a 

symmetric key genomics (DNA)-based application. The aim is to test the suitability of genomic encryption on 
artificial data sets (100 and 500 KB, 1 and 5 MB) generated from the content named "Siyasetname" in the 

Turkish textual data type. The usability of the genomic encryption technique, which has not been applied before 

in Turkish data sets, was tested by comparing it with classical algorithms such as AES (symmetric) and ECDH 

(asymmetric). Performance criteria are determined as encoding and decoding times (seconds), memory 

consumption (MB) and processor usage (%), which are accepted in the literature for textual data type. It is 

supported by different indicators according to dimensions and more successful outcomes compared to similar 
studies in the literature. These findings suggest that DNA/genomic encryption techniques can be considered as 

an alternative solution to cryptographic requirements. 
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1. Introduction 
 

Cryptography has changed from past to present with different techniques depending on the conditions. It is one of the methods 

used to share data over unsecured communication networks [1-4]. Existing cryptographic systems, with their keyed 

(symmetric/asymmetric) or keyless structures, cannot be fully functional in some cases. Technological advances, the 

requirements of the digital age and the results of other situations direct the trend towards new solution alternatives [5-13]. 

One of these new fields is Deoxyribonucleic Acid (DNA) encryption techniques, inspired by its bio-molecular structure and 

designed with a hybrid of cryptographic algorithms [10-14]. The huge storage capacity of DNA in its natural form and the 

role it plays in transferring information from generation to generation have been a source of inspiration for cryptosystems. 

Advantages of DNA encryption techniques include multiple security options, large storage capacity and efficient memory 

usage. Additionally, extensive key generation and storage facilities are a significant plus. However, limitations such as high 

experimental costs, complex processing processes and lack of knowledge in biotechnology procedures are the disadvantages 

of these techniques. Due to these limitations, the actual application of DNA encryption techniques cannot go beyond the 

laboratory environment. In order to be used in the digital environment, conversion processes are carried out with a hybrid of 

existing cryptographic methods and mathematical coding techniques. These hybrid approaches aim to provide greater 

efficiency in practical applications. [10, 12-15]. 

The aim of this study is to test the suitability of cryptographic use of the genomic-based DNA (gDNA) encryption technique 

on Turkish text datasets of different sizes. In practice, among the classical/existing cryptographic algorithms, Advanced 

Encryption Standard (AES) was used symmetrically and Elliptic-Curve Diffie-Hellman (ECDH) was used asymmetrically. 

As a new generation cryptographic algorithm, the gDNA technique is in symmetric form. The performance of the DNA 

cryptographic technique in the coding and decoding processes was compared with existing classical algorithms and its use in 

cryptographic systems was evaluated. The second part of the article provides literature information of related (similar or 
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close) studies. The third chapter is titled materials and methods; it covers the data set, cryptographic algorithms used and 

performance metrics. Additionally, this section is presented enriched with visuals. Fourth part; it includes graphical 

representation of experimental results with tabular content and discussion sections of these results. In addition, in this section, 

the contribution of the study and the information of similar or close studies are concretized in a different table. Thus, a more 

striking comparison was aimed. In the last section, the results are analyzed and their pros and cons are discussed. Suggestions 

are given with the aim of contributing to future studies. The highlights of the study are listed below. 

• Coding and decoding of artificially produced textual data sets in different sizes from the content named Siyâsetnâme 

(Nizamülmülk) [16], which is a Turkish content data set, 

• Evaluation of time (s), memory (MB) and CPU (%) consumption rates as performance metrics of symmetric (current: AES 

and new generation: DNA) and asymmetric (ECDH) algorithms used for the application, 

• The detailed content of the DNA encryption algorithm, which is one of the new generation techniques in cryptosystem, is  

given to the Turkish literature. In addition, it is aimed to present not only research but also practical use. 

2. Related Works 

To date, significant progress has been made in the development of cryptographic algorithms. In this process, basic encryption 

methods such as single-alphabet ciphers, multi-alphabet substitution ciphers, transfer ciphers and block ciphers were initially 

developed [5-15]. Following the early techniques, more complex and powerful cryptographic algorithms such as AES, Data 

Encryption Standard (DES), Rivest-Shamir-Adleman (RSA) and Secure Hash Algorithm (SHA) have emerged [6-8]. 

Monoalphabet ciphers replace letters of plaintext with other letters using a specific alphabet. Multi-alphabet substitution 

ciphers perform a more complex substitution process by using more than one alphabet. Transfer ciphers provide security by 

reversing the letters of the text. Block ciphers are for higher security by encrypting text in blocks of specific sizes. Among 

these algorithms, AES has become a prominent standard among symmetric encryption algorithms. It offers superior features 

in terms of both performance and security. DES has been widely used before. However, due to its insufficient key length, 

more secure algorithms like AES eventually replaced it. RSA is one of the most well-known asymmetric encryption 

algorithms. It enabled secure data transmission using public and private key pairs. SHA is among the secure hashing 

algorithms. It is used to protect the integrity of data. These developments have led to the emergence of more robust and 

effective encryption methods in the field of information security. It has become one of the alternatives to better meet the 

security needs of the digital world. The evolution of cryptographic algorithms, together with constantly improving 

technology, has resulted in the design of more efficient information security solutions [4-15]. The foundation of DNA 

cryptography, one of these possibilities, was laid [17, 18]. It originated from the quest to find a new computational model to 

meet the requirements for large amounts of processing power and storage. The biological functioning of the DNA molecule 

inspired this new computational model. In particular, Adleman's [17] attempt to find a solution to the Hamilton Path Problem 

with DNA computation in 1994 aroused great interest in the field of DNA computation. Then, in 1995, researchers such as 

Lipton [18] published about DNA computers and (non-deterministic Polynomial) NP-complete problems. The timing 

problem of 2-bit complex numbers was solved in the test tube using DNA molecules. Success has been achieved with this 

method. DNA cryptography is inspired by the fact that data can be biologically encoded in DNA strands. This approach is 

seen as a new source of hope for unbreakable algorithms. Because the nature of DNA provides a very complex and secure 

storage environment. Therefore, DNA computation and cryptography may offer a new and effective approach to secure data. 

Based on the application of the article, some of the similar or close studies [19, 20, 22-29] conducted in the last five years 

are mentioned below. 

Before uploading textual data to the cloud environment, a multi-layered symmetric key DNA cryptography technique has 

been proposed [19]. This study was proposed in 2018; it was compared with classical symmetric structured AES, DES and 

Blowfish algorithms. Performance criteria of the experimental application; it was evaluated in terms of efficiency, namely 

cipher text size, encryption time and transfer speed. It has been observed that the proposed technique is more successful. To 

ensure the confidentiality and security of the textual dataset, another algorithm based on asymmetric key DNA cryptography, 

consisting of three steps, was proposed in 2019. The result of the study [20] was compared with existing techniques. It has 

been tested with statistical tests according to the National Institute of Standards and Technology (NIST) [21] to analyze the 

security analysis and the randomness of the generated cipher text. Another study [22] in which DNA-based cryptography 

was applied on textual data type was published in 2020. Cryptography has been applied so that some of it is symmetrical and 

the other part is asymmetrical. First, the combination of DNA coding with algorithms called One Time Pad (OTP) was taken. 

Secondly, DNA codes in the RSA algorithm were applied. The efficiencies of DNA coding in OTP, RSA and other algorithms 

are given. As a result, it was seen that the calculation time of the RSA algorithm combined with DNA coding was longer. To 

solve this problem, data redundancy is reduced by enabling the GZIP compressed algorithm. Current experimental results 

show that DNA symmetric cryptography works quite well in both time and dimension analyses. Compressed DNA has shown 

to be less efficient than asymmetric cryptography. Another study [23] evaluating the performance of genetic (DNA) and 

classical (DES, AES and RSA) encryption algorithms is published in 2021. The application was made on textual data sets of 

different sizes (58 KB, 100 KB, 1 MB and 5 MB). It is encoded by generating 64 or 128 bit random keys. Additionally, an 

interface platform is provided for the coding process. Time, CPU and RAM were evaluated as performance metrics in 
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encryption and decryption. It has been observed that symmetric algorithms give better results in large-sized data sets, and 

genetic encryption algorithms give better results in small-sized data sets. Another study [24] on textual datasets of different 

sizes is in 2021. Hybrid structured models based on symmetric (Blowfish and DES) and DNA-based encryption algorithms 

were used. Their performances were compared in terms of time, memory and processor complexity. General evaluations have 

been made for the application, which gives different result indicators according to different platforms. The current non-hybrid 

Blowfish algorithm has been shown to be more successful. However, it was found that it slowed down even more in terms 

of time after the hybrid was made with DNA-based techniques. It resulted in significant performance loss in the time display 

of the Blowfish algorithm on large data sets. However, the DES algorithm gave better performance on big data. In addition, 

DES and DNA hybrid algorithms have been shown to be better than studies in the literature. Study in 2022 [12]; it was about 

image, text and video data types. The process of transforming DNA as a carrier and a means of applying modern biological 

techniques has been carried out. The structure of the proposed DNA cryptography was created by integrating DNA operators 

into the Feistel network structure. The simulation software developed in the experimental application and the synthesized 

DNA content were integrated with biotechnical hardware. Evaluation criteria; the capacity is about 100%, the brute force 

attack is about 12 × 106 years, the key space is 2, and the entropy analysis is close to 2. It was interpreted as effective for 

cryptographic requirements and the results were confirmed by in vitro experiments. The study in 2023 [25] focused on DNA-

based new generation cryptographic techniques. Similar or close studies in the literature are mentioned and the general 

process of biological structure is given. The process steps of multiple formats in the encoding and decoding processes are 

explained with detailed explanations. There is plain data (original form) consisting of a string of characters of textual type as 

words. A small bio-molecular based application has been made for the key index created by a hybrid of words and numbers. 

The encryption and decryption stages were implemented without any problems. It has been shown that the infrastructure can 

be adapted to storage studies along with cryptographic requirements. Another study in 2023 [26] is the application of different 

symmetric encryption algorithms on textual data type. The application again consists of data sets of different sizes. 

Performance metrics in comparing algorithms; CPU, RAM and time. When the results are analyzed, it has been observed that 

the performances of Blowfish, Salsa20, 3DES, Cast, AES and DES algorithms are better in all data sets. A similar study [27] 

was also conducted in 2023. The only difference from the previous source is the cryptographic application with asymmetric 

algorithms. Again, coding and decoding processes were carried out on textual data sets with different volumetric content. 

Performance criteria are again RAM, time and CPU. When performance analysis was performed, ECDH, El-Gamal and RSA 

rankings were obtained in all volumetric data sets. Finally, another different study [28] was conducted in 2023. This study 

was again carried out on textual data sets of different sizes. In the cryptographic process, symmetric (AES, Blowfish, Cast-

128) and asymmetric (ECDH, El-Gamal, RSA) encryption algorithms have been implemented. Performance criteria were 

evaluated based on encryption and decryption speed (s), memory (MB) and CPU (%) usage rates. Thus, the performances of 

symmetric and asymmetric encryption algorithms were compared on the same data sets. As a result, it was observed that the 

performance results of symmetric encryption algorithms were better in all volumetric data sets. Based on the studies and gaps 

in the literature, the goal of this application is given below. 

❖ As far as researched, DNA or other (RNA, amino acid, etc.) genomic-based cryptographic applications have not 

been used in converting a Turkish data set. Only character transformations have been mentioned in the studies in 

the literature. Additionally, it has not been tested on data sets containing Turkish characters of different sizes. For 

this reason, the study is the first to use Turkish content datasets of different sizes. It is aimed to present the proposed 

algorithm as one of the alternatives in cryptographic requirements. 

3. Material and Method 

Information called confidential or private may require additional processing in environments where there is a security risk. 

These transactions; this may include restricting access from unauthorized persons, minimizing or completely preventing 

dangerous situations. One of the methods used for this is cryptology. Cryptographic algorithms; the transaction is made with 

keyed (symmetric, asymmetric), keyless or hybrid components of the original data. Changing, or locking, this original data 

with the help of mathematical functions is called encryption. Transforming it to its original state, that is, opening the lock, 

with the help of reverse mathematical operations is decryption. Cryptographic systems, which have changed with different 

techniques according to conditions from past to present, are not fully functional in some cases. Technological breakthroughs, 

requirements of the digital age and other situations, etc. The results lead to new solution alternatives. This is one of the new 

areas; they are genomic-based (DNA, RNA, amino acid ...) encryption techniques inspired by the bio-molecular structure 

and designed with a hybrid of cryptographic algorithms [1-15]. In this study, which is one of the new generation cryptographic 

techniques, a DNA-based application with a symmetric key was made. This paper; it includes a comparative application of 

current and next generation cryptographic systems. The purpose of the application; it is a test of the suitability of the 

cryptographic use of the gDNA encryption technique in data sets of different sizes (100 and 500 KB, 1 and 5MB) artificially 

created from the Turkish content named "Siyasetname" in the textual data type. It has been observed that the gDNA 

encryption technique has not been extensively applied on a Turkish data set before. Artificial data sets with different 

volumetric contents were created. Comparison with existing/classical (AES (symmetric), ECDH (asymmetric) algorithms 

supported application results. Performance criteria; accepted criteria in the literature for textual data type were taken into 

account. These are the time (seconds), memory (Megabytes) and processor (%) usage rates in encoding and decoding. In 

Figure 1, the course of the study is visualized as the main flow chart. It is explained and detailed in the following sections. 
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Figure 1. Main Flow Chart of the Study 

3.1. Data Set Preparation 

In this study, a data set with Turkish content called "Siyasetname" or "Siyeru'l-mülk" [16] written by Nizamülmülk was used. 

Artificial data sets with four different volumetric contents were created from this original data set. The actual size of the 

original content is 1.60 MB. Volumes of artificially generated new datasets; it is between 100 KB, 500 KB, 1 MB and 5 MB. 

Data duplication was done for the 5 MB data set. 

3.2. Encryption Algorithms  

DNA-based coding and decoding application, one of the new generation cryptographic systems, has a symmetric key 

structure. The performance of this structure was evaluated by comparing it with existing/classical algorithms. AES was used 

as the classical existing symmetric encryption algorithm and ECDH was used as the asymmetric encryption algorithm. In 

particular, the selection of these two algorithms is based on three previous studies [26]-[28]. Because of these three studies, 

the symmetric and asymmetric encryption algorithms that gave the most successful outputs were included in this application. 
The purpose of these three studies is to determine the performance of classical encryption algorithms on a Turkish data set 

of different sizes. Because of the studies, the classical encryption (symmetric and asymmetric) algorithms that give the best 

performance are determined. 

3.2.1. Figures Symmetric Encryption Algorithm: AES 

A symmetric encryption system is designed by using the same public key to be secret during the encoding and decoding 

phases. Since only a single secret key is used in these algorithms, they are easier to break than asymmetric algorithms. 

However, since there is only one key (secret), the encryption and decryption time is advantageous compared to asymmetric 

or other hybrid structures. Therefore, it is faster. This also provides superiority over asymmetric structures in encrypting large 

data. It consumes less system resources (CPU, RAM, etc.). It works compatible with the hardware. The main disadvantage 

here is that all security depends on the key and its size. The key size can be created in longer directories than asymmetric 

ones [29]-[32]. 

AES, one of the popular symmetric encryption algorithms, is used in this application. The working architecture of the AES 

cryptographic system is visualized in Figure 2. In addition, the working logic of the AES algorithm is given in Algorithm 1, 

"Pseudo code of the AES algorithm". This pseudo code; it includes key generation, encryption process and decryption 

processes. AES was designed by NIST in 2001 to be a standard for encrypting digital data. It has a block encryption structure. 

Key lengths consist of 128 (10 rounds)/192 (12 rounds)/256 (14 rounds) bit options. However, the coding process is done 

with bytes instead of bits. It takes all data as input, that is, the original contents in 128 bits (16 bytes). It gives the encrypted 

form as output, again as 128-bit blocks. Each block evaluates as a grid of 4 row bytes x 4 column bytes = 128 (16 byte) bits 

in main column order. Manipulating and shuffling input data through a series of linked steps is known as the substitution-

permutation network principle. Each round consists of 4 steps. The AES instruction set is now integrated into the CPU to 

increase the speed and security of applications that use AES for encryption and decryption. This offers a transfer speed of 

several GB/s. Although it has been 20 years since its launch, the AES algorithm, which is not possible even with current 

technology, has not been cracked. To date, the only vulnerability remains in the implementation of the algorithm [29]-[33]. 
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Key Generation 

Input: Key 

Output: Round keys 

Method: Generate the round keys by expanding the initial key. 

Step 1. Check Key Length: 

o If the key length is not 128 bits, the algorithm returns an error. 

Step 2. Initialization: 

o Convert the key into 4-byte words (32-bit). 

o Determine Nk, Nb, and Nr: 

▪ Nk is the key length divided by 32 (4 words for 128-bit key). 

▪ Nb is the number of columns in the state matrix (4). 

▪ Nr is the number of rounds (10 for 128-bit key). 

Step 3. Place Initial Keys: 

o Place each byte of the key into the round key matrix sequentially. 

Step 4. Key Expansion: 

o Expand the remaining Nb * (Nr + 1) words: 

▪ temp = round_keys[i - 1] 

▪ If i is a multiple of Nk: 

❖ temp = SubWord(RotWord(temp)) ^ Rcon[i / Nk] 

▪ If Nk > 6 and i % Nk == 4: 

❖ temp = SubWord(temp) 

▪ round_keys[i] = round_keys[i - Nk] ^ temp 
 

Encryption 

Input: Plaintext 

Output: Ciphertext 

Method: Encrypt the plaintext using the AES algorithm. 

Step 1. Initialize State: 

o Convert the plaintext into the initial state matrix. 

Step 2. Add Initial Round Key: 

o Add the initial round key to the state matrix. 

Step 3. Rounds (1 to 9): 

o SubBytes: Transform each byte in the state matrix using the S-Box. 

o ShiftRows: Shift each row in the state matrix to the left by the row number. 

o MixColumns: Multiply each column in the state matrix by a fixed matrix. 

o AddRoundKey: Add the corresponding round key to the state matrix. 

Step 4. Final Round: 

o SubBytes: Transform each byte in the state matrix using the S-Box. 

o ShiftRows: Shift each row in the state matrix to the left by the row number. 

o AddRoundKey: Add the final round key to the state matrix. 

Step 5. Output: 

o Extract the state matrix as the ciphertext. 
 

Decryption 

Input: Ciphertext 

Output: Decrypted text 

Method: Decrypt the ciphertext using the AES algorithm. 

Step 1. Initialize State: 

o Convert the ciphertext into the initial state matrix. 

Step 2. Add Final Round Key: 

o Add the final round key to the state matrix. 

Step 3. Rounds (1 to 9): 

o InvShiftRows: Shift each row in the state matrix to the right by the row number. 

o InvSubBytes: Transform each byte in the state matrix using the inverse S-Box. 

o AddRoundKey: Add the corresponding round key to the state matrix. 

o InvMixColumns: Multiply each column in the state matrix by the inverse fixed matrix. 

Step 4. Final Round: 

o InvShiftRows: Shift each row in the state matrix to the right by the row number. 

o InvSubBytes: Transform each byte in the state matrix using the inverse S-Box. 

o AddRoundKey: Add the initial round key to the state matrix. 

Step 5. Output: 

o Extract the state matrix as the decrypted text. 
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Algorithm 1. Pseudo code of AES algorithm 

 

 
Figure 2. Working Architecture of the AES Cryptographic Algorithm 

3.2.2. Asymmetric Encryption Algorithm: ECDH 

Asymmetric encryption system forms the infrastructure of digital signatures. While encoding and decoding, two different 

keys called, secret and open are used. The public key is used in the encryption process. It is common between the parties 

(message sender-receiver). The secret key is used for decryption. It is special only in decryption. Since there is no single key 

structure, there is no need for frequent key changes as in symmetric systems. The reason is that the public key has no effect 

on the decryption phase. This situation also has another disadvantage. Encrypted contents are more difficult to crack than 

symmetric systems. They can also manage their processes with shorter length key sequences. However, due to the secret key 

that the parties cannot share, the decryption time is higher (slower) than in the symmetric structure. Additionally, the size of 

the file to be encrypted increases this situation exponentially. Another disadvantage is that it requires difficult mathematical 

functions to ensure data/information security. Because the calculation content includes large prime numbers. This consumes 

the processor and other system resources more than symmetric algorithms. It forces integration with hardware structures. For 

such reasons, data size is an important constraint in the encryption process.  

In other words, it can be applied on lower dimensional data sets compared to symmetrical structures [29]- [32]. Asymmetric 

crypto systems are aimed at two main uses: asymmetric encryption and digital signatures. Digital signatures are a way to 

verify that any message comes from the owner of a specific private key and that the information has not been tampered with 

in transit. In this application, ECDH encryption algorithm, one of the popular asymmetric encryption algorithms, is used. The 

ECDH cryptographic system is visualized in Figure 3 under the name of its working architecture. In addition, the working 

logic of the ECDH algorithm is given in Algorithm 2, "Pseudo code of the ECDH algorithm". This pseudo code; it includes 

key generation, encryption process and decryption processes. It is based on the Diffie-Hellman (DH) algorithm, which dates 

back to 1976 [34] and is one of the first public key protocols. ECDH algorithm is known as an encryption algorithm in crypto 

systems. However, it is more commonly known as the agreement protocol for all transactions of the key up to a certain level. 

These transactions; how to produce, how to share between mutual parties, etc. Contains. The actual applications of the 

encryption process also depend on how these key operations are used. ECDH itself is a key exchange protocol. It is not 

designed for direct message encryption operations. ECDH is used to securely generate a shared key between parties. This 

shared key is then used to encode and decode the actual messages, often using it with a symmetric encryption algorithm (e.g. 

AES). Encryption process; it covers the protections made to prevent the third party named Oscar from gaining access while 

communicating between the parties named Alice and Bob. Elliptic algorithms perform operations on a curve. Alice and Bob 

agree on a curve with a starting point. Let us call this P. Alice has a private key a and a public key A = a * P. Bob has a 

private key b and public key B = b * P. Combining the equations; a * B = a * b * P = b * A. Thus a * b * P becomes the 

shared secret [35]. 

 

 

 

 



 

Alev Kaya, İbrahim Türkoğlu                                                            Sakarya University Journal of Computer and Information Sciences 7 (3) 2024, 389-403 

395 

Key Generation 

Input: Private key 

Output: Public key 

Method: Generate the public key using the private key and elliptic curve parameters. 

Step 1. Check Private Key Length: 

o Ensure the private key is of the correct bit length according to the elliptic curve used. 

Step 2. Initialization: 

o Select the elliptic curve parameters (curve equation, base point G, order n). 

Step 3. Generate Public Key: 

o Alice and Bob each form a private key (a and b). These keys are usually random numbers and are kept secret 

during the transaction. 

o Calculate the public keys: 

▪ Public key of Alice (Qa): Qa=a⋅G 

▪ Public key of Bob (Qb): Qb=b⋅G 

o The result Qa and Qb are the public keys. 

Key Exchange 

Input: Private key (own), Public key (peer) 

Output: Shared secret 

Method: Generate the shared secret using the own private key and peer's public key. 

Step 1. Initialize: 

o Use your private key (a or b) and peer's public key (Qb or Qa). 

Step 2. Calculate Shared Secret: 

o Alice computes the shared private key (K) by using her private key (a) and Bob's public key (Qb): 

▪ K=a⋅Qb 

o Bob computes the same shared secret key (K) by using his private key (b) and Alice's public key (Qa): 

▪ K=b⋅Qa 

o The result K is the shared secret. 

Encryption 

Input: Plaintext, Shared secret 

Output: Ciphertext 

Method: Encrypt the plaintext using the shared secret. 

Step 1. Derive Symmetric Key: 

o Use a key derivation function (KDF) to derive a symmetric key K from the shared secret K, if necessary. 

Step 2. Encrypt Plaintext: 

o Alice creates the encrypted message (C) using the shared secret key (K) and the message (M): 

▪ C=M+K 

Step 3. Output: 

o The result is the ciphertext (C). 

Decryption 

Input: Ciphertext, Shared secret 

Output: Decrypted text 

Method: Decrypt the ciphertext using the shared secret. 

1. Derive Symmetric Key: 
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o Use the same key derivation function (KDF) to derive the symmetric key K from the shared secret K, if 

necessary. 

2. Decrypt Ciphertext: 

o Bob decrypts the encrypted message (M) using the same shared secret key (K) and encrypted message (C): 

▪ M=C−K 

3. Output: 

o The result is the decrypted text (M). 

Algorithm 2. Pseudo code of ECDH algorithm 

 

 

Figure 3. Working Architecture of the ECDH Cryptographic Algorithm 

3.2.3. New Generation Encryption Algorithm: DNA 

One of the methods used to ensure information security is current/classic cryptographic algorithms. Crypto systems, which 

have been developed to date with different add-ons according to needs, can sometimes be insufficient or ineffective. One of 

the new methods proposed to find solutions to such problems is genomic-based crypto systems [1-5]. Genomics-based crypto 

systems are inspired by bio-molecular structures such as DNA, RNA and amino acids. These systems are inspired by natural 

functionality such as transcription and translation in living form during the encryption and decryption stages. Then, the 

inspired form tries to digitize it by transforming it with mathematical techniques. In other words, it plays the role of a hybrid 

implementation tool of living functionality with mathematical techniques. It carries out its role as a carrier medium through 

biological processes. Genomics-based algorithms as actors have major roles to play in cryptographic systems. Large-volume 

data storage and high-end security capabilities are a priority [1-4, 8, 9, 11-13]. However, biotechnology has disadvantages 

such as limited knowledge of procedures, complex structure of processes and cost of empirical environments. Due to such 

disadvantages, real applications are limited to the laboratory level. Based on this restriction, the bio-molecular structure is 

transformed by coding techniques. Thus, it is digitized with a hybrid of existing cryptographic algorithms [10, 12-15, 19].     

3.2.3.1. Genomics-based DNA (gDNA) Encryption and Decryption Process 

DNA is the structure that undertakes hereditary duties as the information carrier of life. A long biopolymer resembles the 

interlocking teeth of a zipper. These biopolymers consisting of sequences are called nucleotides. In the mutual chain of each 

zipper, there are nucleobases Adenine: A, Guanine: G, Cytosine: C and Thymine: T. These nucleobases are ordered by pairing 

A = T with G = C. These different sequential sequences (combinations) within each other are natural coding. It is in the form 

that stores and transmits information. This four-character (A, T, G, C) language form of life must be transformed into a 

language form (0 and 1) that digital systems can understand. This requires a hybrid of existing cryptographic systems and 

mathematical transformation techniques [10-15, 17-21, 22-25, 29, 30].  Additionally, a pseudo code explaining the encryption 

and decryption stages of the DNA algorithm is given in Algorithm 3.  Its detailed explanation is given below. 
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Data Set Preparation 

Input: Text data 

Output: Binary representation of text data 

Method: Convert text data to its binary representation. 

Step 1. Convert Characters to ASCII: 

o Convert each character of the text data to its ASCII equivalent. 

o If there are Turkish characters, use a format such as UTF-8 or UTF-16 for wide character set conversion. 

Step 2. Map to Binary Representation: 

o Map ASCII or other numeric conversions to their binary representation counterparts. 

Key Preparation 

Input: None (or a predefined key) 

Output: Symmetric key 

Method: Generate a symmetric key for the encryption system. 

Step 1. Generate Symmetric Key: 

o Generate a symmetric key (secret) for the encryption system. 

o If you are not going to use a key, skip this step. 

Key Expansion 

Input: Symmetric key, Original data 

Output: Expanded key 

Method: Expand the binary format of the secret key to the size of the original data. 

Step 1. Expand Key: 

o Expand the binary format of the secret key to match the size of the original data. 

Encryption 

Input: Binary representation of text data, Expanded key 

Output: Encrypted form 

Method: Encrypt the binary data using the expanded key and a suitable transformation. 

Step 1. Concatenate Data and Key using XOR: 

o Concatenate the original data in binary form and the expanded key using the XOR technique. 

Step 2. Transform Binary Form: 

o Transform the final combined binary form with A (00), G (01), C (10), and T (11) or another suitable 

transformation. 

Step 3. Save Encrypted Form: 

o Save the encrypted form. 

Decoding 

Input: Encrypted form 

Output: Original text data 

Method: Decrypt the encrypted form to retrieve the original text data. 

Step 1. Convert Encrypted Data to Binary: 

o Convert the recorded encrypted 00 (A), 01 (G), 10 (C), and 11 (T) data to the original binary structure. 

Step 2. Reverse XOR Operation: 

o Obtain the original binary data by performing a reverse XOR operation using the expanded key. 

Step 3. Convert Binary to ASCII: 

o Convert binary data to ASCII characters to get the original text data. 

Algorithm 3 Pseudo code of DNA algorithm 
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The working steps are visualized in Figure 4 under the name "Working architecture of the DNA cryptographic algorithm". 

Detailed explanation is given below. 

1. Each character in the data type in the original form (text, image, signal … etc.) is converted to its ASCII equivalent. If 

there are Turkish characters, use UTF-8 or UTF-16 for wider character set conversion, etc. is used. 

Recommended in the study: The work named Siyâsetnâme (Nizamülmülk) [16], which is a data set containing Turkish 

characters, was used. Textual datasets of different sizes (100 KB, 500 KB, 1MB and 5MB) were created. 

2. Translated ASCII or other numeric conversions (UTF, etc.) are matched to their binary base counterparts. The aim is to 

transform the digital form so that the digital form can understand it. 

3. If a crypto system with a key (symmetric, asymmetric or hybrid) is designed, all operations applied in the first and second 

steps are applied exactly within the key. If it is a keyless structure, the key steps are skipped. 

Recommended in the Study: A crypto system with a symmetric key was designed. The secret key used is the 32-character 

(256 bit = 32 byte) “1086_NizamülmülkSiyasetname_1092” index. 

4. The key index in binary form is expanded by the size of the original data. The goal is to achieve compliance in the fifth 

step. 

5. The original data in the binary structure and the extended key index in the binary structure are combined with the XOR 

[36, 37] technique. 

6. This final combined binary form is completed by being converted into A (00), G (01), C (10) and T (11) structure, which 

is the language of life. The order of coding nucleobases can be changed. In the literature, this order is listed as eight basic 

coding rules [36-38]. This encoding order is irrelevant in the accepted performance metrics (time, RAM and CPU) for 

textual data type in encryption and decryption processes. The decryption process consists of the exact reverse process of 

these six steps. In the visual, the fifth work package explains these steps. 

Figure 4. Working Architecture of the DNA Cryptographic Algorithm 

3.3. Performance Metrics 

This work is for the application of gDNA encryption in symmetric form. It is aimed to evaluate the use of the DNA encryption 

algorithm in cryptographic requirements. For this reason, two classical algorithms were used. These algorithms; they are AES 

(symmetric) and ECDH (asymmetric). In the application on textual data type, criteria accepted in the literature were taken 

into account as performance metrics. These criteria; duration/processing time (seconds), processor (CPU :%) and 

memory/memory (RAM: Megabyte (MB)) consumption amount [23],[24]. Analysis of performance metrics “Hardware and 

software features of the computer that uses computing power in practice.” It was concluded according to the structure in 

Table 1. Consumption speeds of algorithms may vary depending on different computer features. 
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Table 1. Hardware and Software Features of the Computer Whose Computing Power is Used in Practice 

Requirements Feature 

Processor Intel(R) Core(TM) i7-10750H CPU @ 2.60GHz (12 CPUs), ~2.6GHz 

Memory 16384MB RAM 

Operating System Windows 11 Pro 64-bit 

Software Python 3.9.13, Vs Code 1.78.0. 

4. Experimental Results and Discussion 

This study involves the application of gDNA cryptography on a textual Turkish content dataset. gDNA cryptography is 

accomplished with techniques inspired by bio-molecular processes. A (mixed) character sequence consisting of numbers and 

letters is used as a symmetric keying system. The secret key used is the 32-character (256 bit = 32 byte) index 

“1086_NizamülmülkSiyasetname_1092”. The purpose of the application is to test the suitability of using the gDNA 

encryption technique in cryptographic requirements. Four new data sets of different sizes were artificially created from the 

original data set called "Siyasetname". Sizes are between 100 and 500 KB, 1 and 5MB. Comparison with existing/classical 

(AES (symmetric), ECDH (asymmetric) algorithms support application results of DNA-based encryption techniques. 

Performance metrics are criteria accepted in the literature for the textual data type. These are time (seconds), memory 

(Megabytes) and processor (%) usage rates in encoding and decoding. The images from Figure 5 to Figure 12 show the 

outputs of the application, that is, the encoding and decoding results.   

Figure 5. Encryption Performance Results of 100 KB 

Data Set 

 
 

Figure 6. Decryption Performance Results of 100 KB 

Data Set 

Figure 5 and Figure 6 are the encryption and decryption graphs of the 100 KB text dataset, respectively. The results in these 

two images, which appeared in a small data set, are close to each other. When the conversion of gDNA is calculated, the 

result of encryption and decryption is at an acceptable level. AES and ECDH algorithms work very fast and efficiently, 

especially on small data sets. Genomic (DNA) encryption, on the other hand, takes longer in terms of both coding and 

decoding time. Additionally, RAM and CPU usage is also higher. This is because DNA-based encryption requires more 

complex algorithms and data structures when processing biological data
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Figure 7. Encryption Performance Results of 500 KB 

Data Set 

 

Figure 8. Decryption Performance Results of 500 KB 

Data Set 

Figure 7 and Figure 8 are the encryption and decryption graphs of the 500 KB text dataset, respectively. In these two images, 

which appeared in a medium volume data set, the results gradually became clearer. Here again, when the conversion of gDNA 

is calculated, the result obtained in encryption and decryption is at an acceptable level. On medium-sized data sets, AES and 

ECDH algorithms remain fast and efficient. Genomic (DNA) encryption, on the other hand, takes longer and consumes more 

resources. DNA-based encryption algorithms cause processing time and resource consumption to increase as data grows. 

 

 

Figure 9. Encryption Performance Results of 1 MB Data 

Set 

 

                                                                                                                   

 

Figure 10. Decryption Performance Results of 1 MB 

Data Set 
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Figure 9 and Figure 10 are the encryption and decryption graphs of the 1 MB text dataset, respectively. In these two images, 

which appear in a large data set, the range of results is widened. On large data sets, AES and ECDH still work quite efficiently. 

Genomic (DNA) encryption, on the other hand, requires much more time and resources. As the data size increases, the 

computational complexity of DNA-based encryption and the resources required to process the data structures further increase. 
 

Finally, Figure 11 and Figure 12 are the encryption and decryption graphs of the 5 MB text dataset, respectively. In these two 

images, which are another large data set, the range of results is widened. AES and ECDH algorithms also perform with 

acceptable times and resource usage on large data sets. gDNA encryption, on the other hand, works very slowly and resource 

intensive on large data sets. This is because DNA-based encryption requires complex biological data structures and algorithms. 
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Figure 11. Encryption Performance Results of 5 MB Data Set   Figure 12. Decryption Performance Results of 5 MB Data Set

Based on these results, the advantages of the DNA-based cryptographic algorithm are listed below. 

❖ High Security: DNA-based encryption provides high security due to the complexity and uniqueness of biological 

data. This is an important advantage, especially in protecting biometric data. 

❖ Resistance: DNA-based encryption may be more resistant to traditional cryptographic attacks. This can increase 

data security. It can be used in situations with special security requirements. 

❖ Originality: DNA-based encryption can offer unique solutions regarding the processing of biotechnological and 

biometric data. This increases its usability in specialized areas such as medical data, genetic information or 

biological research. 

In addition, the disadvantages of the DNA-based cryptographic algorithm are given below. 

❖ High Resource Usage: DNA-based encryption requires higher resources in terms of both RAM and CPU usage. 

This difference becomes more evident especially in large data sets. 

❖ Long Processing Time: The encoding and decoding time is much longer compared to algorithms such as AES and 

ECDH. This can be a significant disadvantage in large data sets. 

❖ Complexity: DNA-based encryption algorithms require more complex data structures and algorithms when 

processing biological data. This can create additional challenges in terms of implementation and management. 

AES and ECDH algorithms are very advantageous, especially in large data sets, with their high efficiency, low resource 

usage and fast processing times. However, DNA-based encryption can be preferred in certain cases with its high security, 

authenticity and advantages in processing biometric data. For small to medium-sized data sets, gDNA encryption may be 

appropriate. It can be used in situations where security and authenticity requirements are high. In large data sets, performance 

and resource usage should be taken into consideration. More efficient algorithms such as AES or ECDH may be preferred. 

The advantages of DNA-based encryption may be important for certain security and biotechnological requirements. However, 

in general use, careful evaluation should be made in terms of performance and efficiency.  

The appearance may differ when this application is run on different platforms. Therefore, it is possible to show different 

results depending on the factors. Some of these factors; It is the type of file, its volume, complexity, keyed or non-keyed 

structure, or software/hardware platform. 

5. Result and Discussion 

In this study, the textual data type called Siyâsetnâme (Nizamülmülk), which is a data set containing Turkish characters, was 

used. The original size of the dataset is 1.6 MB. Artificial data sets with different volumetric content were created from this 

data set. Sizes of the created data sets; they are 100 KB, 500 KB, 1 MB and 5 MB. Volumetric replication was performed for 

the 5 MB data set. Symmetric-key gDNA encryption was implemented on these artificial data sets. The secret key used is the 

32-character (256 bit = 32 byte) “1086_NizamülmülkSiyasetname_1092” index in symmetric form. The purpose of the 

application is to test the suitability of using the gDNA encryption technique in cryptographic processes. For this reason, a 

gDNA crypto system has been designed. To determine the suitability of the proposed cryptosystem, existing/classical 

encryption algorithms were compared. AES, one of the symmetric algorithms, and ECDH, were used as the asymmetric 

encryption algorithm. The selection of these two classical algorithms is a reference to their most successful outcomes in 

previous studies. Performance metrics used for the application; time (s), memory (MB) and CPU (%) consumption rates. 

These criteria are widely accepted in the literature for cryptographic processes of textual data. When the results of the 
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application were analyzed, the results of the gDNA encryption technique were evaluated in 4 different data sets. When 

performance was compared with existing algorithms, it was seen that there was not much difference in small and medium 

volume data sets. However, it has been confirmed by the results that the range widens significantly in large volume data sets. 

In addition, it has been observed that the cryptosystem we propose gives the best results from similar or close studies in the 

literature. In conclusion, gDNA encryption techniques can be considered as one of the alternatives that can be used in 

cryptographic requirements. Future research may be directed towards accelerating the algorithms of genomics-based 

cryptosystems. Studies can be carried out to improve the algorithms of genomic cryptosystems in large volume data sets. 

Applications can be focused on video, images, signals or multi-format data sets, not just textual data types. Especially 

symmetrical, asymmetrical or etc. Hybrid studies of coding techniques may be at the forefront. Hybrid artificial intelligence 

architectures can be added, especially in the optimization part of genomic-based algorithms. It can be used to improve 

performance not only in cryptosystem applications but also in stages such as receiving, storing, sharing and storing data. 
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